**JUnit Testing Exercises**

**Exercise 1: Setting Up JUnit**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 <http://maven.apache.org/xsd/maven-4.0.0.xsd>">

<modelVersion>4.0.0</modelVersion>

<groupId>com.firstProject</groupId>

<artifactId>JUnitDemo</artifactId>

<version>0.0.1-SNAPSHOT</version>

<packaging>jar</packaging>

<name>JUnitDemo</name>

<url>http://maven.apache.org</url>

<properties>

<project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>

</properties>

<dependencies>

<dependency>

<groupId>junit</groupId>

<artifactId>junit</artifactId>

<version>4.13.2</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**Exercise 2: Writing Basic JUnit Tests**

**Calculator.java**

**package** com.firstProject.JUnitDemo;

**public** **class** Calculator {

**public** **int** add(**int** a, **int** b) {

**int** result = a + b;

System.***out***.println("Add called: " + result);

**return** result;

}

**public** **int** subtract(**int** a, **int** b) {

**int** result = a - b;

System.***out***.println("Sub called: " + result);

**return** result;

}

}

**CalculatorTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.\*;

**import** org.junit.Test;

**public** **class** CalculatorTest {

@Test

**public** **void** testAdd() {

Calculator calc = **new** Calculator();

*assertEquals*(5, calc.add(2, 3));

}

@Test

**public** **void** testSubtract() {

Calculator calc = **new** Calculator();

*assertEquals*(1, calc.subtract(3, 2));

}

}

**Output**

![](data:image/png;base64,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)

**Exercise 3: Assertions in JUnit**

**AssertionsTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.\*;

**import** org.junit.Test;

**public** **class** AssertionsTest {

@Test

**public** **void** testAssertions() {

*assertEquals*(5, 2 + 3);

*assertTrue*(5 > 2);

*assertFalse*(2 > 5);

Object obj1 = **null**;

*assertNull*(obj1);

Object obj2 = **new** Object();

*assertNotNull*(obj2);

}

}

**Exercise 4: Arrange-Act-Assert (AAA) Pattern, Test Fixtures, Setup and Teardown Methods in JUnit**

**AdvancedTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.\*;

**import** org.junit.Before;

**import** org.junit.After;

**import** org.junit.Test;

**public** **class** AdvancedTest {

**private** Calculator calculator;

// Setup: runs before each @Test

@Before

**public** **void** setUp() {

calculator = **new** Calculator();

System.***out***.println("Setup complete");

}

// Teardown: runs after each @Test

@After

**public** **void** tearDown() {

calculator = **null**;

System.***out***.println("Teardown complete");

}

@Test

**public** **void** testAdd() {

**int** result = calculator.add(4, 6);

*assertEquals*(10, result);

}

@Test

**public** **void** testSubtract() {

**int** result = calculator.subtract(9, 4);

*assertEquals*(5, result);

}

}

**Output**

![](data:image/png;base64,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)

**Exercise 1: Parameterized Tests**

**EvenChecker.java**

**package** com.firstProject.JUnitDemo;

**public** **class** EvenChecker {

**public** **static** **boolean** isEven(**int** number) {

**return** number % 2 == 0;

}

}

**EvenCheckerTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.\*;

**import** java.util.Arrays;

**import** java.util.Collection;

**import** org.junit.Test;

**import** org.junit.runner.RunWith;

**import** org.junit.runners.Parameterized;

@RunWith(Parameterized.**class**)

**public** **class** EvenCheckerTest {

**private** **int** number;

**private** **boolean** expectedResult;

**public** EvenCheckerTest(**int** number, **boolean** expectedResult) {

**this**.number = number;

**this**.expectedResult = expectedResult;

}

@Parameterized.Parameters

**public** **static** Collection<Object[]> data() {

**return** Arrays.*asList*(**new** Object[][] {

{2, **true**},

{4, **true**},

{6, **true**},

{8, **true**},

{10, **true**},

{1, **false**},

{3, **false**},

{5, **false**},

{7, **false**},

{9, **false**}

});

}

@Test

**public** **void** testIsEven() {

*assertEquals*(expectedResult, EvenChecker.*isEven*(number));

}

}

**Exercise 2: Test Suites and Categories**

**MathTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.\*;

**import** org.junit.Test;

**public** **class** MathTest {

@Test

**public** **void** testAddition() {

*assertEquals*(4, 2 + 2);

}

}

**StringTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.\*;

**import** org.junit.Test;

**public** **class** StringTest {

@Test

**public** **void** testConcatenation() {

*assertEquals*("HelloWorld", "Hello" + "World");

}

}

**AllTests.java**

**package** com.firstProject.JUnitDemo;

**import** org.junit.runner.RunWith;

**import** org.junit.runners.Suite;

@RunWith(Suite.**class**)

@Suite.SuiteClasses({

MathTest.**class**,

StringTest.**class**,

EvenCheckerTest.**class**

})

**public** **class** AllTests {

// This class remains empty, holder for the above annotations

}

**Exercise 3: Test Execution Order**

**OrderedTest.java**

**package** com.firstProject.JUnitDemo;

**import** org.junit.FixMethodOrder;

**import** org.junit.Test;

**import** org.junit.runners.MethodSorters;

@FixMethodOrder(MethodSorters.***NAME\_ASCENDING***)

**public** **class** OrderedTests {

@Test

**public** **void** testA\_First() {

System.***out***.println("First test");

}

@Test

**public** **void** testB\_Second() {

System.***out***.println("Second test");

}

@Test

**public** **void** testC\_Third() {

System.***out***.println("Third test");

}

}

**Exercise 4: Exception Testing**

**ExceptionThrower.java**

**package** com.firstProject.JUnitDemo;

**public** **class** ExceptionThrower {

**public** **void** throwException() {

**throw** **new** IllegalArgumentException("Intentional exception");

}

}

**ExceptionThrowerTest.java**

**package** com.firstProject.JUnitDemo;

**import** org.junit.Test;

**public** **class** ExceptionThrowerTest {

@Test(expected = IllegalArgumentException.**class**)

**public** **void** testExceptionThrown() {

ExceptionThrower thrower = **new** ExceptionThrower();

thrower.throwException();

}

}

**Exercise 5: Timeout and Performance Testing**

**PerformanceTester.java**

**package** com.firstProject.JUnitDemo;

**public** **class** PerformanceTester {

**public** **void** performTask() **throws** InterruptedException {

// Simulate work taking time

Thread.*sleep*(500);

}

}

**PerformanceTesterTest.java**

**package** com.firstProject.JUnitDemo;

**import** org.junit.Test;

**public** **class** PerformanceTesterTest {

@Test(timeout = 1000)

**public** **void** testPerformance() **throws** InterruptedException {

PerformanceTester tester = **new** PerformanceTester();

tester.performTask();

}

}

**Mockito Hands-On Exercises**

**Exercise 1: Mocking and Stubbing**

**ExternalApi.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** ExternalApi {

String getData();

}

**MyService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** MyService {

**private** ExternalApi api;

**public** MyService(ExternalApi api) {

**this**.api = api;

}

**public** String fetchData() {

**return** api.getData();

}

}

**MyServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

// Create mock object

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

// Stub method

*when*(mockApi.getData()).thenReturn("Mock Data");

// mock in service

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

// Assert result

*assertEquals*("Mock Data", result);

}

}

**Exercise 2: Verifying Interactions**

**MyServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

// Create mock object

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

// Stub method

*when*(mockApi.getData()).thenReturn("Mock Data");

// mock in service

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

// Assert result

*assertEquals*("Mock Data", result);

}

@Test

**public** **void** testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.fetchData();

// Verify that getData() was called exactly once

Mockito.*verify*(mockApi).getData();

}

}

**Exercise 3: Argument Matching**

**ExternalApi.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** ExternalApi {

String getData();

**void** sendData(String data);

}

**MyService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** MyService {

**private** ExternalApi api;

**public** MyService(ExternalApi api) {

**this**.api = api;

}

**public** String fetchData() {

**return** api.getData();

}

**public** **void** processData(String input) {

api.sendData(input);

}

}

**MyServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

// Create mock object

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

// Stub method

*when*(mockApi.getData()).thenReturn("Mock Data");

// mock in service

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

// Assert result

*assertEquals*("Mock Data", result);

}

@Test

**public** **void** testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.fetchData();

// Verify that getData() was called exactly once

Mockito.*verify*(mockApi).getData();

}

@Test

**public** **void** testArgumentMatching() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

// Verify that sendData() was called with "Test Data"

Mockito.*verify*(mockApi).sendData(Mockito.*eq*("Test Data"));

}

}

**Exercise 4: Handling Void Methods**

**ExternalApi.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** ExternalApi {

String getData();

**void** sendData(String data);

}

**MyServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

*when*(mockApi.getData()).thenReturn("Mock Data");

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

*assertEquals*("Mock Data", result);

}

@Test

**public** **void** testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.fetchData();

Mockito.*verify*(mockApi).getData();

}

@Test

**public** **void** testArgumentMatching() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

Mockito.*verify*(mockApi).sendData(Mockito.*eq*("Test Data"));

}

@Test

**public** **void** testHandleVoidMethod() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*doNothing*().when(mockApi).sendData("Test Data");

service.processData("Test Data");

*verify*(mockApi).sendData("Test Data");

}

}

**Exercise 5: Mocking and Stubbing with Multiple Returns**

**ExternalApi.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** ExternalApi {

String getData();

**void** sendData(String data);

}

**MyServicesTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

*when*(mockApi.getData()).thenReturn("Mock Data");

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

*assertEquals*("Mock Data", result);

}

@Test

**public** **void** testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.fetchData();

Mockito.*verify*(mockApi).getData();

}

@Test

**public** **void** testArgumentMatching() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

Mockito.*verify*(mockApi).sendData(Mockito.*eq*("Test Data"));

}

@Test

**public** **void** testHandleVoidMethod() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*doNothing*().when(mockApi).sendData("Test Data");

service.processData("Test Data");

*verify*(mockApi).sendData("Test Data");

}

@Test

**public** **void** testMultipleReturns() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*when*(mockApi.getData())

.thenReturn("First Call")

.thenReturn("Second Call")

.thenReturn("Third Call");

System.***out***.println(service.fetchData());

System.***out***.println(service.fetchData());

System.***out***.println(service.fetchData());

}

}

**Output**
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**Exercise 6: Verifying Interaction Order**

**ExternalApi.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** ExternalApi {

String getData();

**void** sendData(String data);

**void** log(String message);

}

**MyService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** MyService {

**private** ExternalApi api;

**public** MyService(ExternalApi api) {

**this**.api = api;

}

**public** String fetchData() {

**return** api.getData();

}

**public** **void** processData(String input) {

api.sendData(input);

api.log("Data sent: " + input);

}

}

**MyService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** MyService {

**private** ExternalApi api;

**public** MyService(ExternalApi api) {

**this**.api = api;

}

**public** String fetchData() {

**return** api.getData();

}

**public** **void** processData(String input) {

api.sendData(input);

api.log("Data sent: " + input);

}

}

**MyServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**import** org.mockito.InOrder;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

*when*(mockApi.getData()).thenReturn("Mock Data");

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

*assertEquals*("Mock Data", result);

}

@Test

**public** **void** testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.fetchData();

Mockito.*verify*(mockApi).getData();

}

@Test

**public** **void** testArgumentMatching() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

Mockito.*verify*(mockApi).sendData(Mockito.*eq*("Test Data"));

}

@Test

**public** **void** testHandleVoidMethod() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*doNothing*().when(mockApi).sendData("Test Data");

service.processData("Test Data");

*verify*(mockApi).sendData("Test Data");

}

@Test

**public** **void** testMultipleReturns() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*when*(mockApi.getData())

.thenReturn("First Call")

.thenReturn("Second Call")

.thenReturn("Third Call");

System.***out***.println(service.fetchData());

System.***out***.println(service.fetchData());

System.***out***.println(service.fetchData());

}

@Test

**public** **void** testInteractionOrder() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

InOrder inOrder = Mockito.*inOrder*(mockApi);

inOrder.verify(mockApi).sendData("Test Data");

inOrder.verify(mockApi).log("Data sent: Test Data");

}

}

**Exercise 7: Handling Void Methods with Exceptions**

**MyServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.Assert.*assertEquals*;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.Test;

**import** org.mockito.Mockito;

**import** org.mockito.InOrder;

**public** **class** MyServiceTest {

@Test

**public** **void** testExternalApi() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

*when*(mockApi.getData()).thenReturn("Mock Data");

MyService service = **new** MyService(mockApi);

String result = service.fetchData();

*assertEquals*("Mock Data", result);

}

@Test

**public** **void** testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.fetchData();

Mockito.*verify*(mockApi).getData();

}

@Test

**public** **void** testArgumentMatching() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

Mockito.*verify*(mockApi).sendData(Mockito.*eq*("Test Data"));

}

@Test

**public** **void** testHandleVoidMethod() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*doNothing*().when(mockApi).sendData("Test Data");

service.processData("Test Data");

*verify*(mockApi).sendData("Test Data");

}

@Test

**public** **void** testMultipleReturns() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*when*(mockApi.getData())

.thenReturn("First Call")

.thenReturn("Second Call")

.thenReturn("Third Call");

System.***out***.println(service.fetchData());

System.***out***.println(service.fetchData());

System.***out***.println(service.fetchData());

}

@Test

**public** **void** testInteractionOrder() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

service.processData("Test Data");

InOrder inOrder = Mockito.*inOrder*(mockApi);

inOrder.verify(mockApi).sendData("Test Data");

inOrder.verify(mockApi).log("Data sent: Test Data");

}

@Test(expected = RuntimeException.**class**)

**public** **void** testVoidMethodThrowsException() {

ExternalApi mockApi = *mock*(ExternalApi.**class**);

MyService service = **new** MyService(mockApi);

*doThrow*(**new** RuntimeException("Simulated Exception")).when(mockApi).sendData("Test Data");

service.processData("Test Data");

}

}

**Advanced Mockito Hands-On Exercises**

**Exercise 1: Mocking Databases and Repositories**

**Respository.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** Repository {

String getData();

}

**Service.java**

**package** com.firstProject.JUnitDemo;

**public** **class** Service {

**private** **final** Repository repository;

**public** Service(Repository repository) {

**this**.repository = repository;

}

**public** String processData() {

String data = repository.getData();

**return** "Processed " + data;

}

}

**ServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.jupiter.api.Test;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**public** **class** ServiceTest {

@Test

**public** **void** testServiceWithMockRepository() {

Repository mockRepository = *mock*(Repository.**class**);

*when*(mockRepository.getData()).thenReturn("Mock Data");

Service service = **new** Service(mockRepository);

String result = service.processData();

*assertEquals*("Processed Mock Data", result);

}

}

**Exercise 2: Mocking External Services (RESTful APIs)**

**RestClient.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** RestClient {

String getResponse();

}

**ApiService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** ApiService {

**private** **final** RestClient restClient;

**public** ApiService(RestClient restClient) {

**this**.restClient = restClient;

}

**public** String fetchData() {

**return** "Fetched " + restClient.getResponse();

}

}

**ApiServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.jupiter.api.Test;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**public** **class** ApiServiceTest {

@Test

**public** **void** testServiceWithMockRestClient() {

RestClient mockRestClient = *mock*(RestClient.**class**);

*when*(mockRestClient.getResponse()).thenReturn("Mock Response");

ApiService apiService = **new** ApiService(mockRestClient);

String result = apiService.fetchData();

*assertEquals*("Fetched Mock Response", result);

}

}

**Exercise 3: Mocking File I/O**

**FileReader.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** FileReader {

String read();

}

**FileWriter.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** FileWriter {

**void** write(String content);

}

**FileService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** FileService {

**private** **final** FileReader fileReader;

**private** **final** FileWriter fileWriter;

**public** FileService(FileReader fileReader, FileWriter fileWriter) {

**this**.fileReader = fileReader;

**this**.fileWriter = fileWriter;

}

**public** String processFile() {

String content = fileReader.read();

fileWriter.write("Processed " + content);

**return** "Processed " + content;

}

}

**FileServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.jupiter.api.Test;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**public** **class** FileServiceTest {

@Test

**public** **void** testServiceWithMockFileIO() {

FileReader mockFileReader = *mock*(FileReader.**class**);

FileWriter mockFileWriter = *mock*(FileWriter.**class**);

*when*(mockFileReader.read()).thenReturn("Mock File Content");

FileService fileService = **new** FileService(mockFileReader, mockFileWriter);

String result = fileService.processFile();

*assertEquals*("Processed Mock File Content", result);

*verify*(mockFileWriter).write("Processed Mock File Content");

}

}

**Exercise 4: Mocking Network Interactions**

**NetworkClient.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** NetworkClient {

String connect();

}

**NetworkService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** NetworkService {

**private** **final** NetworkClient networkClient;

**public** NetworkService(NetworkClient networkClient) {

**this**.networkClient = networkClient;

}

**public** String connectToServer() {

String connection = networkClient.connect();

**return** "Connected to " + connection;

}

}

**NetworkServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.jupiter.api.Test;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**public** **class** NetworkServiceTest {

@Test

**public** **void** testServiceWithMockNetworkClient() {

NetworkClient mockNetworkClient = *mock*(NetworkClient.**class**);

*when*(mockNetworkClient.connect()).thenReturn("Mock Connection");

NetworkService networkService = **new** NetworkService(mockNetworkClient);

String result = networkService.connectToServer();

*assertEquals*("Connected to Mock Connection", result);

}

}

**Exercise 5: Mocking Multiple Return Values**

**Repository.java**

**package** com.firstProject.JUnitDemo;

**public** **interface** Repository {

String getData();

}

**Service.java**

**package** com.firstProject.JUnitDemo;

**public** **class** Service {

**private** **final** Repository repository;

**public** Service(Repository repository) {

**this**.repository = repository;

}

**public** String processData() {

String data = repository.getData();

**return** "Processed " + data;

}

}

**MultiReturnServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** org.junit.jupiter.api.Test;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**public** **class** MultiReturnServiceTest {

@Test

**public** **void** testServiceWithMultipleReturnValues() {

Repository mockRepository = *mock*(Repository.**class**);

*when*(mockRepository.getData())

.thenReturn("First Mock Data")

.thenReturn("Second Mock Data");

Service service = **new** Service(mockRepository);

String firstResult = service.processData();

String secondResult = service.processData();

*assertEquals*("Processed First Mock Data", firstResult);

*assertEquals*("Processed Second Mock Data", secondResult);

}

}

**Spring Testing Exercises**

**Exercise 1: Basic Unit Test for a Service Method**

**Calculator.java**

**package** com.firstProject.JUnitDemo;

**public** **class** Calculator {

**public** **int** add(**int** a, **int** b) {

**return** a + b;

}

}

**Calculators.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.jupiter.api.Assertions.*assertEquals*;

**import** org.junit.jupiter.api.Test;

**public** **class** CalculatorTests {

**private** **final** Calculator calculator = **new** Calculator();

@Test

**public** **void** testAdd() {

*assertEquals*(10, calculator.add(7, 3));

*assertEquals*(0, calculator.add(-2, 2));

*assertEquals*(-5, calculator.add(-3, -2));

}

}

**Exercise 2: Mocking a Repository in a Service Test**

**User.java**

**package** com.firstProject.JUnitDemo;

**public** **class** User {

**private** Long id;

**private** String name;

**public** User() {}

**public** User(Long id, String name) {

**this**.id = id;

**this**.name = name;

}

**public** Long getId() {

**return** id;

}

**public** **void** setId(Long id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

**UserRepository.java**

**package** com.firstProject.JUnitDemo;

**import** java.util.Optional;

**public** **interface** UserRepository {

Optional<User> findById(Long id);

**UserService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** UserService {

**private** UserRepository userRepository;

**public** UserService(UserRepository userRepository) {

**this**.userRepository = userRepository;

}

**public** User getUserById(Long id) {

**return** userRepository.findById(id).orElse(**null**);

}

}

**UserServiceTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**import** **static** org.mockito.Mockito.\*;

**import** java.util.Optional;

**import** org.junit.jupiter.api.Test;

**public** **class** UserServiceTest {

@Test

**public** **void** testGetUserById() {

UserRepository mockRepo = *mock*(UserRepository.**class**);

UserService userService = **new** UserService(mockRepo);

User mockUser = **new** User(1L, "Alice");

*when*(mockRepo.findById(1L)).thenReturn(Optional.*of*(mockUser));

User result = userService.getUserById(1L);

*assertNotNull*(result);

*assertEquals*("Alice", result.getName());

*verify*(mockRepo).findById(1L);

}

**Exercise 3: Testing a REST Controller with MockMvc**

**UserController.java**

**package** com.firstProject.JUnitDemo;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.http.ResponseEntity;

**import** org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/users")

**public** **class** UserController {

@Autowired

**private** UserService userService;

@GetMapping("/{id}")

**public** ResponseEntity<User> getUser(@PathVariable Long id) {

User user = userService.getUserById(id);

**return** ResponseEntity.ok(user);

}

}

**UserControllerTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** **static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

**import** org.junit.jupiter.api.BeforeEach;

**import** org.junit.jupiter.api.Test;

**import** org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.boot.test.mock.mockito.MockBean;

**import** org.springframework.test.web.servlet.MockMvc;

**import** org.springframework.test.web.servlet.request.MockMvcRequestBuilders;

@WebMvcTest(UserController.**class**)

**public** **class** UserControllerTest {

@Autowired

**private** MockMvc mockMvc;

@MockBean

**private** UserService userService;

@BeforeEach

**void** setup() {

when(userService.getUserById(1L)).thenReturn(**new** User(1L, "Alice"));

}

@Test

**public** **void** testGetUserById() **throws** Exception {

mockMvc.perform(MockMvcRequestBuilders.get("/users/1"))

.andExpect(status().isOk())

.andExpect(jsonPath("$.name").value("Alice"));

}

}

**Exercise 4: Integration Test with Spring Boot**

**UserIntegrationTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

**import** **static** org.springframework.test.web.servlet.request.MockMvcRequestBuilders.\*;

**import** org.junit.jupiter.api.Test;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;

**import** org.springframework.boot.test.context.SpringBootTest;

**import** org.springframework.boot.test.mock.mockito.MockBean;

**import** org.springframework.test.web.servlet.MockMvc;

**import** java.util.Optional;

**import** **static** org.mockito.Mockito.\*;

@SpringBootTest

@AutoConfigureMockMvc

**public** **class** UserIntegrationTest {

@Autowired

**private** MockMvc mockMvc;

@MockBean

**private** UserRepository userRepository;

@Test

**public** **void** testFullUserFlow() **throws** Exception {

User user = **new** User(100L, "Zara");

when(userRepository.findById(100L)).thenReturn(Optional.*of*(user));

mockMvc.perform(get("/users/100"))

.andExpect(status().isOk())

.andExpect(jsonPath("$.name").value("Zara"));

}

}

**Exercise 5: Test Controller POST Endpoint**

**UserController.java**

**package** com.firstProject.JUnitDemo;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.http.ResponseEntity;

**import** org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/users")

**public** **class** UserController {

@Autowired

**private** UserService userService;

@GetMapping("/{id}")

**public** ResponseEntity<User> getUser(@PathVariable Long id) {

User user = userService.getUserById(id);

**return** ResponseEntity.ok(user);

}

@PostMapping

**public** ResponseEntity<User> createUser(@RequestBody User user) {

**return** ResponseEntity.ok(userService.saveUser(user));

}

}

**UserService.java**

**package** com.firstProject.JUnitDemo;

**public** **class** UserService {

**private** UserRepository userRepository;

**public** UserService(UserRepository userRepository) {

**this**.userRepository = userRepository;

}

**public** User getUserById(Long id) {

**return** userRepository.findById(id).orElse(**null**);

}

**public** User saveUser(User user) {

**return** user;

}

}

**UserPostService.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.springframework.test.web.servlet.request.MockMvcRequestBuilders.post;

**import** **static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

**import** com.fasterxml.jackson.databind.ObjectMapper;

**import** org.junit.jupiter.api.Test;

**import** org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.boot.test.mock.mockito.MockBean;

**import** org.springframework.test.web.servlet.MockMvc;

**import** **static** org.mockito.Mockito.\*;

@WebMvcTest(UserController.**class**)

**public** **class** UserPostTest {

@Autowired

**private** MockMvc mockMvc;

@MockBean

**private** UserService userService;

@Autowired

**private** ObjectMapper objectMapper;

@Test

**public** **void** testCreateUser() **throws** Exception {

User user = **new** User(10L, "Neo");

when(userService.saveUser(any(User.**class**))).thenReturn(user);

mockMvc.perform(post("/users")

.contentType("application/json")

.content(objectMapper.writeValueAsString(user)))

.andExpect(status().isOk())

.andExpect(jsonPath("$.name").value("Neo"));

}

}

**Exercise 6: Test Service Exception Handling**

**UserService.java**

**package** com.firstProject.JUnitDemo;

**import** java.util.NoSuchElementException;

**public** **class** UserService {

**private** UserRepository userRepository;

**public** UserService(UserRepository userRepository) {

**this**.userRepository = userRepository;

}

**public** User getUserById(Long id) {

**return** userRepository.findById(id).orElse(**null**);

}

**public** User saveUser(User user) {

**return** user;

}

**public** User getUserById(Long id) {

**return** userRepository.findById(id)

.orElseThrow(() -> **new** NoSuchElementException("User not found"));

}

}

**UserServiceExceptionTest.java**

**package** com.firstProject.JUnitDemo;

**import** org.junit.jupiter.api.Test;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**import** **static** org.mockito.Mockito.\*;

**import** java.util.Optional;

**import** java.util.NoSuchElementException;

**public** **class** UserServiceExceptionTest {

@Test

**public** **void** testUserNotFoundThrowsException() {

UserRepository mockRepo = mock(UserRepository.**class**);

UserService userService = **new** UserService(mockRepo);

when(mockRepo.findById(999L)).thenReturn(Optional.*empty*());

NoSuchElementException thrown = assertThrows(

NoSuchElementException.**class**,

() -> userService.getUserById(999L),

"Expected getUserById() to throw"

);

assertEquals("User not found", thrown.getMessage());

}

}

**Exercise 7: Test Custom Repository Query**

**UserRepository.java**

**import** java.util.List;

**public** **interface** UserRepository {

Optional<User> findById(Long id);

List<User> findByName(String name);

}

**UserRepositoryTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.jupiter.api.Assertions.\*;

**import** **static** org.mockito.Mockito.\*;

**import** java.util.List;

**import** java.util.Arrays;

**import** org.junit.jupiter.api.Test;

**public** **class** UserRepositoryTest {

@Test

**public** **void** testFindByName() {

UserRepository mockRepo = mock(UserRepository.**class**);

List<User> users = Arrays.*asList*(

**new** User(1L, "Alice"),

**new** User(2L, "Alice")

);

when(mockRepo.findByName("Alice")).thenReturn(users);

List<User> result = mockRepo.findByName("Alice");

assertEquals(2, result.size());

assertEquals("Alice", result.get(0).getName());

}

}

**Exercise 8: Test Controller Exception Handling**

**GlobalExceptionalHandler.java**

**package** com.firstProject.JUnitDemo;

**import** org.springframework.http.HttpStatus;

**import** org.springframework.http.ResponseEntity;

**import** org.springframework.web.bind.annotation.\*;

**import** java.util.NoSuchElementException;

@ControllerAdvice

**public** **class** GlobalExceptionHandler {

@ExceptionHandler(NoSuchElementException.**class**)

**public** ResponseEntity<String> handleNotFound(NoSuchElementException ex) {

**return** ResponseEntity

.status(HttpStatus.NOT\_FOUND)

.body("User not found");

}

}

**UserControllerExceptionalTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.mockito.Mockito.\*;

**import** **static** org.springframework.test.web.servlet.request.MockMvcRequestBuilders.\*;

**import** **static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

**import** java.util.NoSuchElementException;

**import** org.junit.jupiter.api.Test;

**import** org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.boot.test.mock.mockito.MockBean;

**import** org.springframework.test.web.servlet.MockMvc;

@WebMvcTest(UserController.**class**)

**public** **class** UserControllerExceptionTest {

@Autowired

**private** MockMvc mockMvc;

@MockBean

**private** UserService userService;

@Test

**public** **void** testUserNotFoundReturns404() **throws** Exception {

when(userService.getUserById(404L)).thenThrow(**new** NoSuchElementException("User not found"));

mockMvc.perform(get("/users/404"))

.andExpect(status().isNotFound())

.andExpect(content().string("User not found"));

}

}

**Exercise 9: Parameterized Test with JUnit**

**CalculatorParamTest.java**

**package** com.firstProject.JUnitDemo;

**import** **static** org.junit.jupiter.api.Assertions.assertEquals;

**import** org.junit.jupiter.params.ParameterizedTest;

**import** org.junit.jupiter.params.provider.CsvSource;

**public** **class** CalculatorParamTest {

**private** **final** Calculator calculator = **new** Calculator();

@ParameterizedTest

@CsvSource({

"2, 3, 5",

"-1, 1, 0",

"-2, -3, -5",

"0, 0, 0"

})

**void** testAddMultiple(**int** a, **int** b, **int** expected) {

assertEquals(expected, calculator.add(a, b));

}

**Mocking Dependencies in Spring Tests using Mockito**

**Exercise 1: Mocking a Service Dependency in a Controller Test**

**User.java**

**package** com.example.mockito\_test;

**import** jakarta.persistence.Entity;

**import** jakarta.persistence.Id;

@Entity

**public** **class** User {

@Id

**private** Long id;

**private** String name;

// Constructors

**public** User() {}

**public** User(Long id, String name) {

**this**.id = id;

**this**.name = name;

}

// Getters and Setters

**public** Long getId() {

**return** id;

}

**public** **void** setId(Long id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

}

**UserService.java**

**package** com.example.mockito\_test;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.stereotype.Service;

@Service

**public** **class** UserService {

@Autowired

**private** UserRepository userRepository;

**public** User getUserById(Long id) {

**return** userRepository.findById(id).orElse(**null**);

}

}

**UserRepository.java**

**package** com.example.mockito\_test;

**import** org.springframework.data.jpa.repository.JpaRepository;

**import** org.springframework.stereotype.Repository;

@Repository

**public** **interface** UserRepository **extends** JpaRepository<User, Long> {

}

**UserController.java**

**package** com.example.mockito\_test;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.http.ResponseEntity;

**import** org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/users")

**public** **class** UserController {

@Autowired

**private** UserService userService;

@GetMapping("/{id}")

**public** ResponseEntity<User> getUser(@PathVariable Long id) {

User user = userService.getUserById(id);

**return** ResponseEntity.*ok*(user);

}

}

**UserControllerTest.java**

**package** com.example.mockito\_test;

**import** org.junit.jupiter.api.Test;

**import** org.mockito.InjectMocks;

**import** org.mockito.Mock;

**import** org.mockito.Mockito;

**import** org.mockito.junit.jupiter.MockitoExtension;

**import** org.junit.jupiter.api.extension.ExtendWith;

**import** org.springframework.http.ResponseEntity;

**import** **static** org.junit.jupiter.api.Assertions.\*;

@ExtendWith(MockitoExtension.**class**)

**public** **class** UserControllerTest {

@Mock

**private** UserService userService;

@InjectMocks

**private** UserController userController;

@Test

**public** **void** testGetUser() {

// Arrange

User user = **new** User(1L, "Prabha");

Mockito.when(userService.getUserById(1L)).thenReturn(user);

// Act

ResponseEntity<User> response = userController.getUser(1L);

// Assert

assertEquals(200, response.getStatusCodeValue());

assertEquals("Prabha", response.getBody().getName());

}

}

**Exercise 2: Mocking a Repository in a Service Test**

**UserServiceTest.java**

**package** com.example.mockito\_test;

**import** org.junit.jupiter.api.Test;

**import** org.junit.jupiter.api.extension.ExtendWith;

**import** org.mockito.InjectMocks;

**import** org.mockito.Mock;

**import** org.mockito.Mockito;

**import** org.mockito.junit.jupiter.MockitoExtension;

**import** java.util.Optional;

**import** **static** org.junit.jupiter.api.Assertions.\*;

@ExtendWith(MockitoExtension.**class**)

**public** **class** UserServiceTest {

@Mock

**private** UserRepository userRepository;

@InjectMocks

**private** UserService userService;

@Test

**public** **void** testGetUserById\_returnsUser() {

// Arrange

User user = **new** User(1L, "Lakshmi");

Mockito.when(userRepository.findById(1L)).thenReturn(Optional.*of*(user));

// Act

User result = userService.getUserById(1L);

// Assert

assertNotNull(result);

assertEquals("Lakshmi", result.getName());

}

@Test

**public** **void** testGetUserById\_returnsNullForMissingUser() {

// Arrange

Mockito.when(userRepository.findById(2L)).thenReturn(Optional.*empty*());

// Act

User result = userService.getUserById(2L);

// Assert

assertNull(result);

}

}

**Exercise 3: Mocking a Service Dependency in an Integration Test**

**UserIntegrationTest.java**

**package** com.example.mockito\_test;

**import** org.junit.jupiter.api.Test;

**import** org.mockito.Mockito;

**import** org.springframework.beans.factory.annotation.Autowired;

**import** org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;

**import** org.springframework.boot.test.context.SpringBootTest;

**import** org.springframework.boot.test.mock.mockito.MockBean;

**import** org.springframework.http.MediaType;

**import** org.springframework.test.web.servlet.MockMvc;

**import** **static** org.mockito.ArgumentMatchers.anyLong;

**import** **static** org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;

**import** **static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

@SpringBootTest

@AutoConfigureMockMvc

**public** **class** UserIntegrationTest {

@Autowired

**private** MockMvc mockMvc;

@MockBean

**private** UserService userService;

@Test

**public** **void** testGetUser\_returnsValidResponse() **throws** Exception {

// Arrange

User mockUser = **new** User(1L, "Lakshmi");

Mockito.when(userService.getUserById(anyLong())).thenReturn(mockUser);

// Act & Assert

mockMvc.perform(get("/users/1"))

.andExpect(status().isOk())

.andExpect(content().contentType(MediaType.***APPLICATION\_JSON***))

.andExpect(jsonPath("$.id").value(1))

.andExpect(jsonPath("$.name").value("Lakshmi"));

}

}

**Logging using SLF4J**

**Exercise 1: Logging Error Messages and Warning Levels**

**LoggingExample.java**

**import** org.slf4j.Logger;

**import** org.slf4j.LoggerFactory;

**public** **class** LoggingExample {

**private** **static** **final** Logger ***logger*** = LoggerFactory.*getLogger*(LoggingExample.**class**);

**public** **static** **void** main(String[] args) {

***logger***.error("This is an error message");

***logger***.warn("This is a warning message");

}

}

**Exercise 2: Parameterized Logging**

**ParameterizedLogging.java**

**import** org.slf4j.Logger;

**import** org.slf4j.LoggerFactory;

**public** **class** ParameterizedLogging {

**private** **static** **final** Logger ***logger*** = LoggerFactory.*getLogger*(ParameterizedLogging.**class**);

**public** **static** **void** main(String[] args) {

String user = "Lakshmi";

**int** score = 98;

***logger***.info("User {} scored {} points in the assessment.", user, score);

}

}

**Exercise 3: Using Different Appenders**

**logback.xml**

<configuration>

<appender name="console" class="ch.qos.logback.core.ConsoleAppender">

<encoder>

<pattern>%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n</pattern>

</encoder>

</appender>

<appender name="file" class="ch.qos.logback.core.FileAppender">

<file>logs/app.log</file>

<encoder>

<pattern>%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n</pattern>

</encoder>

</appender>

<root level="debug">

<appender-ref ref="console" />

<appender-ref ref="file" />

</root>

</configuration>

**AppendersExample.java**

**package** com.example.mockito\_test;

**import** org.slf4j.Logger;

**import** org.slf4j.LoggerFactory;

**public** **class** AppendersExample {

**private** **static** **final** Logger ***logger*** = LoggerFactory.*getLogger*(AppendersExample.**class**);

**public** **static** **void** main(String[] args) {

***logger***.info("Logging");

***logger***.debug("Debug");

***logger***.warn("Warning");

***logger***.error("Error");

}

}